Abstract: The lack of tracking and storing capabilities for the results of web-based learning activities is an issue that remains unsolved. Transitions or interactions defined by teachers through a set of conditions still require programming skills that stay far beyond the desired final results. In addition to this, authoring tools should be powerful enough to let lecturers generate contents which are high-quality, interactive, and tuned to each student’s cognitive preferences and progress. Availability and processing capabilities, or motivation, relevance, etc., must also be aspects to address in this context. For these reasons, this paper aims to review the existing web application authoring toolkits focusing on distance education. In particular, we analyze their main features, requirements and issues, as well as the most promising areas for future improvements in this field.
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I. INTRODUCTION

Educational-oriented applications are a breakthrough in the context of inquiry-based learning/e-learning. The diversity of software in mobile and tablet platforms has been accomplished through a set of authoring tools and open standards that enable expert users and developers to edit, package, and publish web-based programs on several domains, being Engineering one of the most prominent ones. Teachers are encouraged to select, create and customize their resources (e.g. simulations, step-by-step exercises, interactive animations, etc.) tailored to a specific learning scenario and, also, share them with just few clicks. However, most of the software available nowadays can be difficult to configure and deploy in a computer for the members of the academic community, and its usage can also be excessively time-consuming. This way, teachers would devote more time to these issues than to the creation of high quality contents and to the adaptation of them to the learning necessities of their students. This is especially true in the context of the European Higher Education Area (EHEA) [1], where the focus is placed in the continuous evaluation of the students’ progress.

In our particular case, the Spanish University for Distance Education (UNED, Universidad Nacional de Educación a Distancia) is a distance university which is devoted to provide university training to students who lack the time or resources needed to attend on-campus classes. This is necessary for students who have tight timetable because of other commitments (e.g. work or family commitments), thus fitting on-campus classes into their timetable becomes unfeasible. Furthermore, UNED provides university training to convicts and sick people, whose attendance to on-campus classes is not possible. UNED provides such students with the platform to receive education at home without the time-consuming and sometimes money-consuming effort requested by on-campus universities.

The evolution of education and the increase in the knowledge necessities of our society requires have created significant changes with regard to the way how the learning process takes place. Nowadays, there is a constant need to improve, to keep our knowledge up-to-date or to obtain knowledge on new topics – this being especially true in the case of Engineering, where technology is constantly evolving. Distance education is a solution to this problem, since it allows students to obtain practical knowledge without the space and time constraints of classical face-to-face education – thus allowing them to fit their studies into their possibly tight schedules.

In numbers, UNED is the largest university in Spain in terms of number of students (more than 200,000) and number of lecturers (more than 1,500). UNED employs around 6,900 local tutors, who are spread over 61 associated centers all over Spain. Furthermore, UNED also provides university training to more than 2,100 students in more than 11 countries. Recall that interactions between students and university are by means of the technological infrastructures of the university, that is, students download material and upload essays and other works through the web site, read and send emails, and read and post messages in the forums.

Therefore, it can be seen the tremendous necessities of our University with regard to the distant access to the teaching resources, in which these resources are a key. This highlights our need to develop web-app authoring tools to let our lecturers
generate learning contents that have (1) high-quality, (2) interactive, and (3) that are customized to the each student’s cognitive preferences and progress. Availability and processing capabilities, along with motivation, or relevance, are also issues to be addressed. According to this, the main contribution of this work is an analysis of the existing web application toolkits. In particular, their main features, requirements and issues will be explored in detail to provide a general overview of their current model of work and areas for future improvement.

The structure of this paper is as follows: Section II describes the motivations for our work in terms of educational web-based toolkits. After that, Section III details all the components and/or categories of web-app authoring tools (logic programming systems, visual block editors, app packaging generation systems, and interface generators and editors). Next, the most relevant specialized editors for the creation of virtual and remote laboratories are presented in Section IV. Finally, Section V presents conclusions and suggests guidelines for future work.

II. EDUCATIONAL WEB-BASED TOOLKITS

The evolution of standards for Web application development has made possible a wide array of online editors and management systems for remote sites. Proprietary and free software platforms based on collections of graphical controls or libraries of predesigned elements represent a simple method to compose a static document with a few interactive elements (e.g. audio or video) without editing the source code. Nevertheless, static documents have been replaced with interactive environments which provide a set of features and functionalities almost identical to their locally-installed counterparts.

Teachers are able to explain precise concepts through interactive simulations, generally known as apps, with the help of slideshow tools or more advanced toolkits (traditionally Flash or Java). The resulting apps (no external installation will be needed) and the store infrastructure attract sufficient awareness and usage by third-party developers and users in a higher scale in comparison with specialized systems, such as institutional repositories [2]. Android marketplace is an example of popular ranking site to store these apps making it visible to a large audience [3]. If an authoring toolkit is interested in reaching the educational community, it must also provide a list of characteristics that must be interesting for teachers. Hence, as a starting point, there are relevant aspects in the design of apps focused on learners of different ages. They can be divided into the following categories:

- Logical systems used by teachers for sequencing activities (from PowerPoint-like content to dynamic simulations).
- Visual block editors for widescreen devices and mobile devices.
- App packaging and generation systems.
- Interface generators and editors.

Although several destination platforms (LMS, PLE, others) exist, a variety of interface technology configurations are employed (such as HTML5, Mash-up, single page apps, native-apps, mobile apps, etc.), many standard formats and APIs..., all of them share a core options to contain the same functionality. All these elements are the foundations for further exploration. For this reason, the different components of a web-app authoring tool will be examined in the next section.

III. COMPONENTS OF AN APP AUTHORING TOOL

A. Logic programming systems (solely used in e-learning)

In order to guarantee that any logical system provides the support that teachers demand for their classes, we need to formulate the following question: how can we test if a system of this nature works effectively? Under that condition, one of the most important aspects that this language representation must include among its characteristics is its ease of use.

End-users with different skills have a dependency factor on the scientific notation, which is required to write a program from scratch [4]. Four types of notation can be tailored to novice programmers: textual, iconic, visual or tangible (i.e. physical objects). As a consequence, researchers explore different methods to simplify the process of creating software through a friendly interface [5]. A large diversity of environments implement one of these notations, or a combination of them. Two goals can be achieved here: teach students how to program, or build interactive learning resources.

On one hand, school teachers and non-expert programmers make use of alternative systems for writing pure source code in a text editor. It is through them that instructors are able to show how a program can be expressed in natural language or how it evolves in the course of time (e.g. steps or events of a known process). One of the first breakthroughs on this topic is the visual environment “Alice 3D”. Students can create “scenes” through visual tools: interactions between elements, scripting with blocks, etc., see [6-10]. PsyScope also belongs to this group [11] [12]. Advanced graphical solutions based on sketches and objects emerged to provide further improvements over these tools:

- IPRO, a social and mobile gaming path to programming learning [13].
- Greenfoot, a highly graphical integrated development environment (IDE) for learning object oriented programming [14].
- Donburi, social game creation for non-coders [15].
- Toontalk, programming with a videogame [16].
- Netlogo [17].
- Sketch-speech interface to teach concurrent programming [18].
- E-Block, a tangible programming tool with physical objects [19].
Due to the massive usage of mobile devices in all their forms, related works about user experience deal with their application in software. On that regard, Android has been tested as a possible environment for learning to code [20]. There have also been some efforts to measure the application of the AppInventor mobile development software in Computer Science [21].

Aside from the previous examples, learning to program software by playing is an approach that has been taken by different projects. For instance, Light-bot is an educational app for mobile phones with an innovative user interface [22]. Other games are used to teach programming, such as Cargo-bot (recursion), Code Avengers, PiktoMir (preschoolers), Code Hero or Meta!Blast [23]. Other approaches have been taken into account by instructors in order to provide a simple way to understand conditional structures and constraints. For instance, Squeak, which is based on Smalltalk, the first language in which everything is built with objects.

The creation of interactive games for students of primary schools, such as the one mentioned before, demands a considerable effort from the teacher side but the experiences are greatly improved [24]. Scratch, an evolution of LOGO, is one of the most extended systems that let learners connect different blocks with a particular functionality to build a complete program or animation [25]. This 2-D visual programming language is one of the most known choices to teach students of primary schools. Teachers can develop games and instructional content with this free and open source tool from the Massachusetts Institute of Technology (MIT). The combination of existing elements (e.g. images, audio files) is quite straightforward. Other languages may be used to structure the classroom exercises. Furthermore, it is possible to collaborate with learners from different ages or levels [26]. Even as the context of use is focused on programming, these tools are not tied to a single scientific domain. For instance, there are methodologies and informal assessments of its success applied in Mathematics [27]. Another tool for authoring serious games similar to Scratch is e-Adventure [28].

Graphical representations are also a suitable resource to teach programming. In fact, languages as the state stage transition command graph (GRAFCET), a mode of representation and analysis of industrial automation systems, are best suited to follow this path. These kind of supporting techniques get a high grade of satisfaction from learners that applied them in their learning flow [29]. Nevertheless, a deeper evaluation is still required to properly assess the benefits and workarounds for the “code blocks” modes of representation [30] [31].

On the other hand, learning paths are a widely used technique to structure e-learning content. From the lecturers’ perspective, sequencing online activities could be considered a form of implementing the program logic in the different steps required to pass a learning path.

Visual modeling environments for instructional design represent a relevant step towards this direction: store the conditions to go forward/backward in an exercise with a standard format [32]. Teachers encode that information with educational modeling languages [33]. However, the complexity of writing and validating the rules in structured formats (XML is the de-facto format) becomes a barrier for instructors, even with the help of specialized editors [34]. IMS Learning design is the e-learning standard on that regard. Interoperability between IMS LD and the Unified Modeling Language (UML) shows the similarities in these two representations [35]. Units of learning, the basic component of a learning design, are edited with authoring tools such as the ReLoad LD Editor or ReCourse [36] [37]. The translation of these descriptions into other formal designs is problematic [38].

The main conclusion extracted from experiences carried out on this field of study is that visual technologies improve the students’ learning process [39]. However, there exists a gap to be filled in this context: simple authoring tools for learning sequences that do not require programming skills. As a workaround to the previous challenge, it is necessary to mention that authoring interactions and transitions is not restricted to the e-learning field. Professional mockup builders include a form-based input to add events into a set of slides, such as the exposed by many app prototyping tools (Figure 1). Content creators for e-learning may benefit from this direct method that increases the interactivity feature in their current projects.

B. Visual block editor

If there is one context where visual blocks (diagrams, hierarchies, classes, or flowcharts) have been used, extensively in early stages of development, then this is software programming. Several data flow visual programming languages emerged since the 1970’s, LabView among them [40]. Academic purposes, design models, factory automation (e.g. Petri nets and Kahn’s process networks), or optimization of business processes are some areas where these languages have gained a wide adoption. Madgets are a variant applied in the world of interactive tabletops.

Although the technology behind web apps is completely different to the previous contexts, service-oriented architectures have also embraced this model. Mash-ups are also the final result of many platforms. The University of Groningen (Netherlands) has Apache Rave in production for its “My University” portal which gives access to 45,000 users [41].

Nowadays, graphical blocks, handwriting and tactile input are common methods to arrange components in computer-based systems. The design of the user interface (UI) or presentation of apps can be intuitively done taking advantage of the drag and drop capabilities offered by tablets. Although UI controls or widgets are the building blocks, the workspace where these components are shown takes control of the final layout.

The preferred web workspace where teachers send their activities takes control of the global behavior. Wikis, Learning Management Systems (LMS) or any custom e-learning systems impose restrictions in the content that can be visualized and browsed: structure, packaging, file formats, and aggregation. There are two groups responsible of this restriction by matter of security and consistency of the final styles: LMS and Personal Learning Environments (PLE).
Learning Content Management Systems (LCMS) are the first group of interest. As their mainstream counterparts (CMS such as WordPress), an LCMS lets designers of web pages use other users’ templates and load small blocks of content (e.g. tabs, search, or categories) to customize the complete site. They are also used to add features and content in a flexible way without any need for coding. Plugins are a more powerful solution to the previous technology that allows users to add and move around widget areas and control what widgets display and when to do so [42].

The most adaptable solution to date for learners are the PLEs, which are composed by widgets. According to this, these are composed by a set of nominal apps. The pedagogical and statistical analysis of these e-learning platforms shows improvements in the learning process [43]. Scenarios have been proposed in the literature [44]. Recent research has focused on the composition of PLEs with institutional resources and external widgets. For instance, evaluation of the usefulness and usability of this platform has been carried out in computer science courses. This type of system can be considered as the next generation learning platform, so its features are included in other systems [45].

In the context of connecting sensors and control from a Personal Computer (PC), we can find the concept of “phidgets”. These components are a set of user friendly building blocks that let developers simply plug in the device and write a program using practically any language [46]. With PhidgetLab is possible to access several phidgets from a Squeak image. On the other hand, LogiSketch makes use of a new technique called “hover widgets” for increasing the capabilities of pen-based interfaces. It is useful for sketching logic circuits (gates) in a tablet environment. CircuitLab is another simulator with a vast library of pre-designed blocks for drawing electrical circuits.

According to this, software that is available only as a traditional desktop application is unlikely to receive substantial adoption among cross-platform users. As a matter of fact, the number of mobile apps has grown exponentially. However, mobile devices such as smart phones or tablets impose higher restrictions for the development of software in comparison with personal computers or laptops. The size of their screens in the former case goes from 10” to smaller ones. Speed is also a concern, due to the difficult balance between processing power and longer life of the batteries (even as current products hold quad processors). Users of these devices cannot be in disadvantage when handling a laboratory. Responsive designs have answered to these requirements.

Most integrated development environments use simulators to test the final results. However, the advent of tablets has opened the door to the authoring of apps through a tactile-based platform. This section also addresses the development of laboratory experiments with devices that have small screens and the existing (if any) editors to do so.

Only a short list of applications has been published that justify the feasibility of programming with touch screen-based devices such as smart phones or tablets. Although there is not an operating system of choice in the mobile ecosystem, the open source system Android has taken a prominent place in the last decade. For instance, the Android IDE (AIDE) oriented to devices with this operating system [48]. Catroid is also an on-device graphical programming language for Android devices developed by the Lifelong Kindergarten Group at the MIT Media Lab that is inspired by the Scratch programming language [49]. Proprietary development platforms oriented to the web design with HTML5 set of standards for small screens can be found, where the Sencha Touch framework is a good example.

On the other hand, TouchDevelop targets both students and hobbyists, because the apps written with this editor can personalize the mobile phone [50]. Another tool worth mentioning is Codea for Apple iPad. Interactive creations that use the internal features of these ranges of tablets (cameras,
multi-touch or accelerometers) are possible with this code editor [51]. Therefore, it is mainly geared towards games. As a last option, we can find the extensions (collaboration mechanisms, user interface adaptations, event processing and performance measuring) to the web-based development environment Lively kernel [52].

C. App generation and packaging system

The composition of web apps with external services has reached the next step of their evolution with the third generation of service oriented architectures (SOA). Research studies have demonstrated that users are capable of generating visual applications consisting of software services (also known as graphical components).

WIDGAT [53] represents the first online “code free” app creation tool for teachers and students. These tools offer a better mechanism to interact with the web than other rigid infrastructures, such as pure client-central server configurations. Another noteworthy tool for composing applications from simple components is the web mash-up editor MyCocktail, which was developed in the context of the EU FP7 project Romulus4 [54].

On the other hand, these applications are stored on a specific repository. Apache Wookie is one of the servers that have served as a test platform in order to verify the feasibility of these blocks of information in PLEs. Some scenarios have been carried out to know how they compare in certain areas of application. Other social platforms, such as iGoogle, Netlog or Yandex apps, integrated the complete lifecycle process in the web site.

IMS Common Cartridge (IMS CC) is another alternative for building apps for a full-fledged PLE with modularity in mind. Nevertheless, interoperability becomes a key issue for future development within the field of e-learning when dealing with these technologies.

D. Interface generators and editors

Given the high dependency that the available software suffers from physical configurations and their components (i.e. input/output transducers) for which it was originally designed, most developers can only rely on the proprietary tools provided by manufacturers. LabView and ELVIS are the most popular platforms for remote experiments [55], but other software tools fulfill the needs demanded by teachers for virtual experiment design or more simple scenarios. There is a short selection of integrated development environments (IDE) and services, which will be described in next section, that provide the means required to design the user interface of a laboratory. These programs include collections of icons, buttons and their associated events for interacting with a device connected to Internet. Aside from these generic tools, there are applications designed for a specific scientific field.

IV. SPECIALIZED EDITORS (VIRTUAL AND REMOTE LABORATORY CREATION)

There is a short selection of IDEs and services that provide the required means to design the user interface of a resource for experiments: virtual and remote web laboratories. These programs include collections of icons, buttons and their associated events for interacting with a device connected to Internet.

For instance, the remote lab designed by the Grammar-school of J. Vrchlicky (GymKT) makes use of the K8055-MARIE management application [56]. Another software of interest is the Internet School Experimental System (iSES), with 450 installations deployed across the Czech Republic and Slovak Republic [57]. Cloudduino is a project to make accessible any Arduino-based experiment with an attractive web dashboard [58]. A similar platform for implementing experiments with a collection of sensors and the documentation of its interfaces of communication is Gadgeteer. As well as the tools to program its Arduino counterpart, the Gadgeteer .NET UI Designer is a rapid software development environment for prototyping embedded applications [59]. Another framework tailored specifically to online simulations is LateNiteLabs, a commercial software that allows developers to code the complete laboratory and physical tools with Flash in a way that resembles to the real workspace [60].

Aside from these generic tools, there are applications designed for a more specific scientific field. The most relevant ones [61-74] are listed in Table I with their respective categories.

From the extensive list that is included in Table I, the open source ROS [73] and MoveIt! [74] stand out for the characteristics of our particular field of research. Briefly, ROS (Robot Operating System) provides libraries and tools to help software developers create robot applications. It provides hardware abstraction, device drivers, libraries, visualizers, message-passing, package management, and more. On the other hand, the MoveIt! tool is a software targeted at allowing to build advanced applications, which integrates motion planning, kinematics, collision checking with grasping, manipulation, navigation, perception, and control.

V. CONCLUSIONS AND FUTURE WORK

The development of tracking and storing capabilities for the results of web-based learning activities is still an unresolved issue. However, the concentration of the research and the use of the previously described tools makes it possible to perform these activities in a more efficient way.
issue. Teachers may define or need transitions between learning states which may require programming skills that stay far beyond the desired final results. Authoring collaborative experiences in the current platforms is a troublesome task that relies on external and unsecure tools from the institutions.

In order to improve the learning process of students compared to traditional approaches, slideshows must be converted into learning paths with different levels of difficulty. Authoring tools have to be powerful enough to let lecturers generate high-quality interactive content, and also they must allow the customization of the learning contents to the each student’s cognitive preferences and progress. Given the growing number of available features that web technologies have in new versions, this goal is a step closer to be completed. The flexibility achieved in current publishing platforms, LMS and PLE alike, paves the way for e-learning oriented web-apps. Availability and processing capabilities, or motivation, and relevance, are aspects to address in this context. However, the performed studies included only a small number of participants, so it is an open field for further research.

On the other hand, it can be seen the tremendous necessities of our University (UNED, the largest University in Spain) with regard to the distant access to the teaching resources, in which these web-apps are a key. Therefore, this work provides an analysis of the existing web application toolkits. Their main features, requirements and issues have been explored in detail to provide a general overview of their current model of work and areas for future improvement. From this study, we have been able to choose the most relevant features. These features are: open/proprietary tool, content quality, presentation design, method of creation (manual, automatic, or semi-automatic), enrichment method (adding further information in a course), (previous) experience of authors, separation of presentation and logic, multi-device support, metadata generation, internationalization, level of interaction, accessibility, reusability, ease of use, environment of publication (LMS, PLE, platform independent: web sites, wikis, etc.), standards compliance (IMS Common Cartridge, SCORM 1.2, SCORM 2004, AICC PENS, xAPI, HTML5, etc), tracking, and assessment. Currently, we will compare the most relevant webapp authoring tools analyzed in this work, in a similar way to [75]. After that, we plan to develop a web-app authoring tool to let lecturers generate high-quality interactive content, which can be customized to each student’s cognitive preferences and progress. Availability and processing capabilities, along with motivation, relevance, among other features, will also be taken into account in the framework of this development.
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